Abstract: The product life cycle concept suggests that a product passes through four stages of evolution: introduction, growth, maturity and decline. As the product evolves and passes through these four stages, profit is affected, and different strategies have to be employed to ensure that the product is a success within its market, therefore there is a need to define in time at which of the stages the product is at the moment. We propose ontology-based knowledge acquisition system for product life cycle stage definition. Knowledge acquisition is the transformation of knowledge from the forms in which it exists into forms that can be used in a knowledge based system. The proposed knowledge system development sequence is the following: first, concepts and their relationships are defined by an ontology. Second, the domain experts enter their knowledge of the domain area using the domain-specific knowledge acquisition tool. Finally, problem-solving techniques are used to answer questions and problems of the domain using the knowledge base.
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1. Introduction
The product life cycle stage definition issue is quite common nowadays. Company’s profit depends at which of the stages the product is. It is not easy to tell which stage the product is at. The maturity stage is a good stage for every product, but wrong manager decision can change the stage to decline.
There are different strategies for each product life cycle stage in order to maximize profit and to delay decline stage; therefore there is a need to find a solution for product life cycle stage definition. This would help manager to take correct decisions in order to optimize company’s work.
A domain ontology in Protégé and inference rules in Jess are combined into a knowledge system in which the elicitation and the validation of domain facts can be done at the same time. Ontology-based knowledge system development makes it possible to elicit domain facts after the implementation of the ontology-structured knowledge system [1].
This paper consists of 4 sections and it is organized as follows: Section 2 discusses product life cycle definitions and characteristics, Section 3 addresses the knowledge system (KS) development – classic and ontology-based KS development, Section 4 implements issues using Protégé and JessTab.

2. Product life cycle and its stage characteristics
The product life cycle concept suggests that a product passes through four stages of evolution: introduction, growth, maturity and decline. As a product evolves and passes through these four stages profit is affected and different strategies (see [2,3]) have to be employed to ensure that the product is a success within its market (see Figure 1).
The product life cycle stage characteristics are:
1. Introduction – the product is introduced to customers. Sales are low, development and manufacture costs are high. Profit is negative due to this reason.
2. Growth – this stage is a period of rapid sales growth. Competitors see the opportunity and enter the market, some just copy the most successful product, or try to improve it to compete better. The profit grows.
3. Maturity – sales slow down as the product sales reach peak as it has been accepted by most buyers. Product lines are widened.
4. Decline – long-run drop in sales and falling demand are the main characteristics of this stage. A few small specialty firms may still manufacture the product.

Some examples are presented where the well-known products are currently at different stages of the product life cycle:
1. Introduction: Third generation mobile phones, E-conferencing;
2. Growth: Portable DVD Players, E-mail;
3. Maturity: Personal Computers, Faxes;

According to [3, 4], in reality very few products follow such prescriptive cycle. The length of each stage varies enormously. The decisions of marketers can change the stage, for example from maturity to decline by price-cutting. It is not easy to tell which stage the product is in. Companies often try to use extension strategies in order to try to delay the decline stage of the product life cycle. The maturity stage is a good stage for the company in terms of generating cash. The costs of developing the product and establishing it in the market are paid and it tends to be then at a profitable stage. The longer the company can extend this stage, the better it will be for them. [3, 4]

3. Knowledge system development

Data are defined as numbers and words without relationships. In reference to Figure 2, the words “town”, “dog”, “Tuesday”, “rain”, “inches”, and “min”, have little if any meaning without relationships. However, linked together in the sentence, “On Tuesday, 8 inches of rain fell in 10 min.” they become information. If we then add the context of a particular geographical region and historical climatic records, we could perhaps infer that “Rainfall of such magnitude is likely to cause flooding and landslides.” This becomes knowledge [5].

This section describes the development of the knowledge system (KS). The section is organized as follows: section 3.1. describes classical knowledge development, section 3.2. describes ontology-based knowledge system development and section 3.3. gives an idea of the proposed knowledge system development.

3.1. Classical knowledge system development

Fig. 3. Classical KS development
Knowledge acquisition is the transformation of knowledge from the forms in which it exists into forms that can be used in a knowledge-based system (KBS). [6]

Classical knowledge system development takes place in three stages (see Figure 3). The first is the knowledge acquisition stage, which subsumes the processes of “eliciting, analyzing, and formalizing the patterns of thought underlying some subject matter.” After knowledge is elicited, concepts are analyzed with the goal of formalizing the domain in such a way that it can be used by a problem solver to reason about the domain. In the second stage, knowledge rules are extracted from the formalized knowledge and implemented in a knowledge system. Finally, the system is evaluated and the cycle of acquiring, implementing and evaluating is iterated [1].

3.2. Ontology-based knowledge system development

An ontology is a specification of a conceptualization. [7]

The ontology is an attempt of universal and detailed formalization of some field of knowledge by means of the conceptual scheme. Usually such scheme consists of the hierarchical data structure containing all relevant classes of objects, their communication and rules (theorems, restrictions) accepted in this area.

Usually ontologies consist of instances, concepts, attributes and relations:
1. instances - the basic, low-level components of ontologies. Instances can be represented as physical objects (people, houses, planets), and abstract (numbers, words).
2. concepts - abstract groups, collections or sets of objects. They can include individuals, other classes, or combinations.
3. attributes - each attribute has at least a name and value and is used for the object specific information storage.
4. relations - the important role of attributes consists in defining dependences (relations) between objects of the ontology. Usually the relation is the attribute whose value is other object. [8]

The first stage in the first cycle is the ontology acquisition stage in which the ontology of the domain of interest is built (see Figure 4). This stage is similar to the knowledge acquisition stage in classical development, with the difference that an ontology of domain facts is obtained and not yet the domain facts themselves. Furthermore, the ontology of the abstract inference rules is elicited. Both ontologies are refined and formulated in a (semi)formal language.

In the implementation stage the ontology of the domain facts is implemented in an ontology tool and the abstract inference rules are implemented in a rule engine.

The elicitation and validation of domain facts stage is the third stage and the second development cycle. (For further information refer to [1]).

3.3. Proposed ontology-based knowledge acquisition system development

The knowledge acquisition process in Protégé consists of three steps:
1. A class and its template slot have to be defined;
2. The form to acquire the instances of the class has to be laid out.
3. The class instances are acquired.

Each class has an associated form and is used to get the instances of the class [9, 11].

The proposed knowledge system development sequence is the following: first, concepts and their relationships are defined by an ontology. Second, the domain experts enter the information of the domain area using the domain-specific knowledge acquisition tool. Finally, problem-solving techniques are used to answer questions and problems of the domain using the knowledge base.

4. Implementation

This section describes the implementation of product life cycle problem solving technique using the Protégé tool. The section is organized as follows: section 4.1. discusses Protégé knowledge-base framework, section 4.2. describes Jess (Java Expert System Shell) and JessTab – plug-in for Protégé and section 4.3. gives an overview of the tool functionality.
4.1. Protégé

The ontology has been implemented in the Protégé ontology tool from Stanford University. Protégé is a free, open source ontology editor and knowledge-base framework. (For further information refer to [10])

The knowledge model of Protégé builds on open knowledge-base connectivity (OKBC), a language for frame-based systems. A frame is a data structure to represent typical constructs in the description of the application. Figure 5 shows a screenshot of the user interface of Protégé.
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Fig. 5. The representation of Protégé

A Protégé ontology consists of classes, slots, and facets. Classes and slots are frames. Classes in Protégé constitute a taxonomic hierarchy. Slots attached to frames describe properties of that particular frame. Facets describe properties and restrictions of slots (i.e., slot type). (For further information refer to [11]). The CashFlow frame above has four slots - name, value, max and min.

4.2. Jess and JessTab

Jess is a rule engine and scripting environment written entirely in Sun's Java language by Ernest Friedman-Hill at Sandia National Laboratories in Livermore, CA. Using Jess, you can build Java software that has the capacity to "reason" using knowledge you supply in the form of declarative rules. Jess is small, light, and one of the fastest rule engines available. Its powerful scripting language gives you access to all of Java's APIs. Jess includes a full-featured development environment based on the award-winning Eclipse platform. (For further information refer to [12]).

JessTab is a plug-in for Protégé that allows you to use Jess and Protégé together. It gives you the best of both worlds. JessTab provides a Jess console window where you can interact with Jess while running Protégé. Furthermore, JessTab extends Jess with additional functions that allow you to map Protégé knowledge bases to Jess facts. Also, there are functions for manipulating Protégé knowledge bases from Jess [13].

Using JessTab, programs that manage Protégé knowledge bases can be developed directly, and rules can be written that fire by matching patterns in the knowledge base. It is possible to use JessTab as an object-oriented extension to Jess by defining Protégé classes and instantiating them. Since Protégé has explicit metaclasses you can map them to facts as well and perform pattern matching on properties of classes (see Figure 6).
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Fig. 6. JessTab console in Protégé

4.3. The functionality of the approach

The concept of proposed system is shown in Figure 7.

Being based on proposed knowledge system development, the first step is to define classes and their relationships by an ontology.
The domain area consists of two main classes - Stages and Curves, the Stages class has asserted instance result with slots Costs, SRevenue and Cash, and Final_Result as well. Costs, SRevenue and Cash types are strings and they represent the movement of the curves, i.e., "grows". The Final_Result slot represents the final answer of problem solving, the type of Final_Result slot is string, and the forms of all slots of result are read-only – the user cannot edit these fields.

The class Curves has subclasses: Costs, SalesRevenue and CashFlow. These in turn have asserted instances with slots name, value, maximum value (max) and minimum value (min). The curves are splitted in time, i.e., instance CashFlow_0 is a point of the curve in initial time (time=0) with the value=0. Max and min values are read-only, the rules written in JessTab console can edit these values.

These classes can be asserted using Protégé, or using JessTab console in Protégé:
(defclass Curves (is-a :THING) (slot name (type string)) (slot value (type integer)) (slot max (type integer)) (slot min (type integer)))
(defclass Stages (is-a :THING) (slot Cost (type string)) (slot SRevenue (type string)) (slot Cash (type string)) (slot Final_Result (type string)))

The second step is the following: the domain experts enter the values of curves using the domain-specific knowledge acquisition tool provided by Protégé (see Figure 8). The values can also be asserted using JessTab console in Protégé by loading facts from a file.

Finally, problem-solving technique (JessTab) is used to answer questions and problems of the domain using the knowledge base.

The inference rules of this domain are represented in JessTab format, in addition it should be told that the construction of Jess rules and JessTab rules is a little bit different. The rule construction is "IF ... THEN", i.e., "If the cost of development and manufacture grow and sales revenue grow, and cash flow falls, then the stage of product is introduction". In JessTab console in Protégé this rule looks like:
(defrule stage_definition1 (object (is-a Stages) (Cost "grows") (SRevenue "grows") (Cash "falls")) => (slot-set result Final_Result "Introduction") (printout t "The stage is Introduction" crlf)
)

The other rules for this domain are much more difficult. In order to find the movement of the curves, initial and last ones values are used in rules, and maximum and minimum values have to be found for these rules as well.

The screenshots of JessTab console and Protégé window with the final result are shown in Figures 9 and Figure 10.

Fig. 9. The answer of product life cycle stage definition ("The stage is Introduction") after execution of the rules. "14" – is the quantity of fired rules for problem solving.
Figure 10 shows the instance result with fulfilled fields of its slots. The final result was found after 14 rules fired—one of them was showed above, rules for maximum and minimum values were fired as well, and also the others rules in order to find the movements of the curves. After finding the movements of the curves it was easy to find the stage, here it was “Introduction”.

5. Conclusion
The product life cycle stage definition task is quite common nowadays, different techniques are applied in order to find at which of the stages the product is at the moment. The proposed system has shown its functionality for the considered issue and can be used for other issues as well. The main idea was to structure all the information about product life cycle stage definitions into the ontology and then to apply problem solving technique to the acquired knowledge system. Here, for ontology development Protégé 3.4. beta was used and for the problem solving JessTab was used. JessTab is plug-in for Protégé. Jess uses an enhanced version of the Rete algorithm to process rules. Rete is a very efficient mechanism for solving the difficult many-to-many matching problem. Jess has many unique features including backwards chaining and working memory queries, and of course Jess can directly manipulate and reason about Java objects. The rules were represented in IF... THEN form; they used the knowledge base (ontology with asserted instances) for problem solving. The ontology-based knowledge acquisition system has shown good results, therefore it will be used in future researches for product life cycle and other issues as well.
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